Tensor flow

**Defining data as constants**

Throughout this course, we will use tensorflow version 2.6.0 and will exclusively import the submodules needed to complete each exercise. This will usually be done for you, but you will do it in this exercise by importing constant from tensorflow.

After you have imported constant, you will use it to transform a numpy array, credit\_numpy, into a tensorflow constant, credit\_constant. This array contains feature columns from a dataset on credit card holders and is previewed in the image below. We will return to this dataset in later chapters.

Note that tensorflow 2 allows you to use data as either a numpy array or a tensorflow constant object. Using a constant will ensure that any operations performed with that object are done in tensorflow.
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**Instructions**

**100 XP**

* Import the constant submodule from the tensorflow module.
* Convert the credit\_numpy array into a constant object in tensorflow. Do not set the data type.
* # Import constant from TensorFlow
* from tensorflow import constant
* # Convert the credit\_numpy array into a tensorflow constant
* credit\_constant = constant(credit\_numpy)
* # Print constant datatype
* print('\n The datatype is:', credit\_constant.dtype)
* # Print constant shape
* print('\n The shape is:', credit\_constant.shape)

**Defining variables**

Unlike a constant, a variable's value can be modified. This will be useful when we want to train a model by updating its parameters.

Let's try defining and printing a variable. We'll then convert the variable to a numpy array, print again, and check for differences. Note that Variable(), which is used to create a variable tensor, has been imported from tensorflow and is available to use in the exercise.

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Define a variable, A1, as the 1-dimensional tensor: [1, 2, 3, 4].
* Apply .numpy() to A1 and assign it to B1.
* # Define the 1-dimensional variable A1
* A1 = Variable([1, 2, 3, 4])
* # Print the variable A1
* print('\n A1: ', A1)
* # Convert A1 to a numpy array and assign it to B1
* B1 = A1.numpy()
* # Print B1
* print('\n B1: ', B1)

**Performing element-wise multiplication**

Element-wise multiplication in TensorFlow is performed using two tensors with identical shapes. This is because the operation multiplies elements in corresponding positions in the two tensors. An example of an element-wise multiplication, denoted by the ⊙ symbol, is shown below:

[1221]⊙[3125]=[3245]

In this exercise, you will perform element-wise multiplication, paying careful attention to the shape of the tensors you multiply. Note that multiply(), constant(), and ones\_like() have been imported for you.

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Define the tensors A1 and A23 as constants.
* Set B1 to be a tensor of ones with the same shape as A1.
* Set B23 to be a tensor of ones with the same shape as A23.
* Set C1 and C23 equal to the element-wise products of A1 and B1, and A23 and B23, respectively.
* # Define tensors A1 and A23 as constants
* A1 = constant([1, 2, 3, 4])
* A23 = constant([[1, 2, 3], [1, 6, 4]])
* # Define B1 and B23 to have the correct shape
* B1 = ones\_like(A1)
* B23 = ones\_like(A23)
* # Perform element-wise multiplication
* C1 = multiply(A1,B1)
* C23 = multiply(A23,B23)
* # Print the tensors C1 and C23
* print('\n C1: {}'.format(C1.numpy()))
* print('\n C23: {}'.format(C23.numpy()))

**Making predictions with matrix multiplication**

In later chapters, you will learn to train linear regression models. This process will yield a vector of parameters that can be multiplied by the input data to generate predictions. In this exercise, you will use input data, features, and a target vector, bill, which are taken from a credit card dataset we will use later in the course.

features=[224226257137], bill=[39132682861764400], params=[1000150]

The matrix of input data, features, contains two columns: education level and age. The target vector, bill, is the size of the credit card borrower's bill.

Since we have not trained the model, you will enter a guess for the values of the parameter vector, params. You will then use matmul() to perform matrix multiplication of features by params to generate predictions, billpred, which you will compare with bill. Note that we have imported matmul() and constant().

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Define features, params, and bill as constants.
* Compute the predicted value vector, billpred, by multiplying the input data, features, by the parameters, params. Use matrix multiplication, rather than the element-wise product.
* Define error as the targets, bill, minus the predicted values, billpred.
* # Define features, params, and bill as constants
* features = constant([[2, 24], [2, 26], [2, 57], [1, 37]])
* params = constant([[1000], [150]])
* bill = constant([[3913], [2682], [8617], [64400]])
* # Compute billpred using features and params
* billpred = matmul(features, params)
* # Compute and print the error
* error = bill - billpred
* print(error.numpy())

# Summing over tensor dimensions

You've been given a matrix, wealth. This contains the value of bond and stock wealth for five individuals in thousands of dollars.

wealth = [115072460302510]

The first column corresponds to bonds and the second corresponds to stocks. Each row gives the bond and stock wealth for a single individual. Use wealth, reduce\_sum(), and .numpy() to determine which statements are correct about wealth.

##### Instructions

**35 XP**

##### Instructions

**35 XP**

##### Possible Answers

* ![](data:image/x-wmf;base64,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)

The individual in the first row has the highest total wealth (i.e. stocks + bonds).

* ![](data:image/x-wmf;base64,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)

Combined, the 5 individuals hold $50,000 in stocks.

* ![](data:image/x-wmf;base64,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)

Combined, the 5 individuals hold $50,000 in bonds. -ans

* ![](data:image/x-wmf;base64,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)

The individual in the second row has the lowest total wealth (i.e. stocks + bonds).

**Submit Answer**

###### Hint

* reduce\_sum(wealth,1) will sum wealth over its rows.
* reduce\_sum(wealth,0) will sum wealth over its columns.
* Note bonds appear first and stocks appear second in reduce\_sum(wealth,0).
* You can append .numpy() to reduce\_sum() to convert the results to a numpy array.
* # Define features, params, and bill as constants
* features = constant([[2, 24], [2, 26], [2, 57], [1, 37]])
* params = constant([[1000], [150]])
* bill = constant([[3913], [2682], [8617], [64400]])
* # Compute billpred using features and params
* billpred = matmul(features, params)
* # Compute and print the error
* error = bill - billpred
* print(error.numpy())
* In [1]:
* reduce\_sum(wealth)
* Out[1]:
* <tf.Tensor: shape=(), dtype=int32, numpy=172>
* In [2]:
* reduce\_sum(wealth,1)
* Out[2]:
* <tf.Tensor: shape=(5,), dtype=int32, numpy=array([61, 9, 64, 3, 35], dtype=int32)>
* In [3]:
* reduce\_sum(wealth,0)
* Out[3]:
* <tf.Tensor: shape=(2,), dtype=int32, numpy=array([ 50, 122], dtype=int32)>
* In [4]:
* reduce\_sum(wealth).numpy()
* Out[4]:
* 172

**Reshaping tensors**

Later in the course, you will classify images of sign language letters using a neural network. In some cases, the network will take 1-dimensional tensors as inputs, but your data will come in the form of images, which will either be either 2- or 3-dimensional tensors, depending on whether they are grayscale or color images.

The figure below shows grayscale and color images of the sign language letter A. The two images have been imported for you and converted to the numpy arrays gray\_tensor and color\_tensor. Reshape these arrays into 1-dimensional vectors using the reshape operation, which has been imported for you from tensorflow. Note that the shape of gray\_tensor is 28x28 and the shape of color\_tensor is 28x28x3.
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* Reshape gray\_tensor from a 28x28 matrix into a 784x1 vector named gray\_vector.
* Reshape color\_tensor from a 28x28x3 tensor into a 2352x1 vector named color\_vector.

# Reshape the grayscale image tensor into a vector

gray\_vector = reshape(gray\_tensor, (784, 1))

# Reshape the color image tensor into a vector

color\_vector = reshape(color\_tensor, (2352, 1))

**Optimizing with gradients**

You are given a loss function, y=x2, which you want to minimize. You can do this by computing the slope using the GradientTape() operation at different values of x. If the slope is positive, you can decrease the loss by lowering x. If it is negative, you can decrease it by increasing x. This is how gradient descent works.

![The image shows a plot of y equals x squared. It also shows the gradient at x equals -1, x equals 0, and x equals 1.](data:image/png;base64,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)

In practice, you will use a high level tensorflow operation to perform gradient descent automatically. In this exercise, however, you will compute the slope at x values of -1, 1, and 0. The following operations are available: GradientTape(), multiply(), and Variable().

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Define x as a variable with the initial value x0.
* Set the loss function, y, equal to x multiplied by x. Do not make use of operator overloading.
* Set the function to return the gradient of y with respect to x.
* def compute\_gradient(x0):
* # Define x as a variable with an initial value of x0
* x = Variable(x0)
* with GradientTape() as tape:
* tape.watch(x)
* # Define y using the multiply operation
* y = x\*x
* # Return the gradient of y with respect to x
* return tape.gradient(y, x).numpy()
* # Compute and print gradients at x = -1, 1, and 0
* print(compute\_gradient(-1.0))
* print(compute\_gradient(1.0))
* print(compute\_gradient(0.0))

**Working with image data**

You are given a black-and-white image of a letter, which has been encoded as a tensor, letter. You want to determine whether the letter is an X or a K. You don't have a trained neural network, but you do have a simple model, model, which can be used to classify letter.

The 3x3 tensor, letter, and the 1x3 tensor, model, are available in the Python shell. You can determine whether letter is a K by multiplying letter by model, summing over the result, and then checking if it is equal to 1. As with more complicated models, such as neural networks, model is a collection of weights, arranged in a tensor.

Note that the functions reshape(), matmul(), and reduce\_sum() have been imported from tensorflow and are available for use.

**Instructions**

**100 XP**

* The model, model, is 1x3 tensor, but should be a 3x1. Reshape model.
* Perform a matrix multiplication of the 3x3 tensor, letter, by the 3x1 tensor, model.
* Sum over the resulting tensor, output, and assign this value to prediction.
* Print prediction using the .numpy() method to determine whether letter is K.
* # Reshape model from a 1x3 to a 3x1 tensor
* model = reshape(model, (3, 1))
* # Multiply letter by model
* output = matmul(letter, model)
* # Sum over output and print prediction using the numpy method
* prediction = reduce\_sum(output)
* print(prediction.numpy())

**Load data using pandas**

Before you can train a machine learning model, you must first import data. There are several valid ways to do this, but for now, we will use a simple one-liner from pandas: pd.read\_csv(). Recall from the video that the first argument specifies the path or URL. All other arguments are optional.

In this exercise, you will import the King County housing dataset, which we will use to train a linear model later in the chapter.

**Instructions**

**100 XP**

* Import pandas under the alias pd.
* Assign the path to a string variable with the name data\_path.
* Load the dataset as a pandas dataframe named housing.
* Print the price column of housing.
* # Import pandas under the alias pd
* import pandas as pd
* # Assign the path to a string variable named data\_path
* data\_path = 'kc\_house\_data.csv'
* # Load the dataset as a dataframe named housing
* housing = pd.read\_csv(data\_path)
* # Print the price column of housing
* print(housing['price'])

**Setting the data type**

In this exercise, you will both load data and set its type. Note that housing is available and pandas has been imported as pd. You will import numpy and tensorflow, and define tensors that are usable in tensorflow using columns in housing with a given data type. Recall that you can select the price column, for instance, from housing using housing['price'].

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Import numpy and tensorflow under their standard aliases.
* Use a numpy array to set the tensor price to have a data type of 32-bit floating point number
* Use the tensorflow function cast() to set the tensor waterfront to have a Boolean data type.
* Print price and then waterfront. Did you notice any important differences?
* # Import numpy and tensorflow with their standard aliases
* import numpy as np
* import tensorflow as tf
* # Use a numpy array to define price as a 32-bit float
* price = np.array(housing['price'], np.float32)
* # Define waterfront as a Boolean using cast
* waterfront = tf.cast(housing['waterfront'], tf.bool)
* # Print price and waterfront
* print(price)
* print(waterfront)

**Loss functions in TensorFlow**

In this exercise, you will compute the loss using data from the King County housing dataset. You are given a target, price, which is a tensor of house prices, and predictions, which is a tensor of predicted house prices. You will evaluate the loss function and print out the value of the loss.

**Instructions 2/2**

**50 XP**

* Import the keras module from tensorflow. Then, use price and predictions to compute the mean squared error (mse).
* Modify your code to compute the mean absolute error (mae), rather than the mean squared error (mse).
* # Import the keras module from tensorflow
* from tensorflow import keras
* # Compute the mean absolute error (mae)
* #loss = keras.losses.mse(price, predictions)
* loss = keras.losses.mae(price, predictions)
* # Print the mean absolute error (mae)
* print(loss.numpy())

**Modifying the loss function**

In the previous exercise, you defined a tensorflow loss function and then evaluated it once for a set of actual and predicted values. In this exercise, you will compute the loss within another function called loss\_function(), which first generates predicted values from the data and variables. The purpose of this is to construct a function of the trainable model variables that returns the loss. You can then repeatedly evaluate this function for different variable values until you find the minimum. In practice, you will pass this function to an optimizer in tensorflow. Note that features and targets have been defined and are available. Additionally, Variable, float32, and keras are available.

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Define a variable, scalar, with an initial value of 1.0 and a type of float32.
* Define a function called loss\_function(), which takes scalar, features, and targets as arguments in that order.
* Use a mean absolute error loss function.
* # Initialize a variable named scalar
* scalar = Variable(1.0, float32)
* # Define the model
* def model(scalar, features = features):
* return scalar \* features
* # Define a loss function
* def loss\_function(scalar, features = features, targets = targets):
* # Compute the predicted values
* predictions = model(scalar, features)
* # Return the mean absolute error loss
* return keras.losses.mae(targets, predictions)
* # Evaluate the loss function and print the loss
* print(loss\_function(scalar).numpy())

**Set up a linear regression**

A univariate linear regression identifies the relationship between a single feature and the target tensor. In this exercise, we will use a property's lot size and price. Just as we discussed in the video, we will take the natural logarithms of both tensors, which are available as price\_log and size\_log.

In this exercise, you will define the model and the loss function. You will then evaluate the loss function for two different values of intercept and slope. Remember that the predicted values are given by intercept + features\*slope. Additionally, note that keras.losses.mse() is available for you. Furthermore, slope and intercept have been defined as variables.

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Define a function that returns the predicted values for a linear regression using intercept, features, and slope, and without using add() or multiply().
* Complete the loss\_function() by adding the model's variables, intercept and slope, as arguments.
* Compute the mean squared error using targets and predictions.
* # Define a linear regression model
* def linear\_regression(intercept, slope, features = size\_log):
* return intercept+features\*slope
* # Set loss\_function() to take the variables as arguments
* def loss\_function(intercept, slope, features = size\_log, targets = price\_log):
* # Set the predicted values
* predictions = linear\_regression(intercept, slope, features)
* # Return the mean squared error loss
* return keras.losses.mse(targets,predictions)
* # Compute the loss for different slope and intercept values
* print(loss\_function(0.1, 0.1).numpy())
* print(loss\_function(0.1, 0.5).numpy())

**Train a linear model**

In this exercise, we will pick up where the previous exercise ended. The intercept and slope, intercept and slope, have been defined and initialized. Additionally, a function has been defined, loss\_function(intercept, slope), which computes the loss using the data and model variables.

You will now define an optimization operation as opt. You will then train a univariate linear model by minimizing the loss to find the optimal values of intercept and slope. Note that the opt operation will try to move closer to the optimum with each step, but will require many steps to find it. Thus, you must repeatedly execute the operation.

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Initialize an Adam optimizer as opt with a learning rate of 0.5.
* Apply the .minimize() method to the optimizer.
* Pass loss\_function() with the appropriate arguments as a lambda function to .minimize().
* Supply the list of variables that need to be updated to var\_list.
* # Initialize an Adam optimizer
* opt = keras.optimizers.Adam(0.5)
* for j in range(100):
* # Apply minimize, pass the loss function, and supply the variables
* opt.minimize(lambda: loss\_function(intercept, slope), var\_list=[intercept, slope])
* # Print every 10th value of the loss
* if j % 10 == 0:
* print(loss\_function(intercept, slope).numpy())
* # Plot data and regression line
* plot\_results(intercept, slope)

![Chart, line chart, scatter chart
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**Multiple linear regression**

In most cases, performing a univariate linear regression will not yield a model that is useful for making accurate predictions. In this exercise, you will perform a multiple regression, which uses more than one feature.

You will use price\_log as your target and size\_log and bedrooms as your features. Each of these tensors has been defined and is available. You will also switch from using the the mean squared error loss to the mean absolute error loss: keras.losses.mae(). Finally, the predicted values are computed as follows: params[0] + feature1\*params[1] + feature2\*params[2]. Note that we've defined a vector of parameters, params, as a variable, rather than using three variables. Here, params[0] is the intercept and params[1] and params[2] are the slopes.
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* Define a linear regression model that returns the predicted values.
* Set loss\_function() to take the parameter vector as an input.
* Use the mean absolute error loss.
* Complete the minimization operation.
* # Define the linear regression model
* def linear\_regression(params, feature1 = size\_log, feature2 = bedrooms):
* return params[0] + feature1\*params[1] + feature2\*params[2]
* # Define the loss function
* def loss\_function(params, targets = price\_log, feature1 = size\_log, feature2 = bedrooms):
* # Set the predicted values
* predictions = linear\_regression(params, feature1, feature2)
* # Use the mean absolute error loss
* return keras.losses.mae(targets, predictions)
* # Define the optimize operation
* opt = keras.optimizers.Adam()
* # Perform minimization and print trainable variables
* for j in range(10):
* opt.minimize(lambda: loss\_function(params), var\_list=[params])
* print\_results(params)

**Preparing to batch train**

Before we can train a linear model in batches, we must first define variables, a loss function, and an optimization operation. In this exercise, we will prepare to train a model that will predict price\_batch, a batch of house prices, using size\_batch, a batch of lot sizes in square feet. In contrast to the previous lesson, we will do this by loading batches of data using pandas, converting it to numpy arrays, and then using it to minimize the loss function in steps.

Variable(), keras(), and float32 have been imported for you. Note that you should not set default argument values for either the model or loss function, since we will generate the data in batches during the training process.

**Instructions**

**100 XP**

* Define intercept as having an initial value of 10.0 and a data type of 32-bit float.
* Define the model to return the predicted values using intercept, slope, and features.
* Define a function called loss\_function() that takes intercept, slope, targets, and features as arguments and in that order. Do not set default argument values.
* Define the mean squared error loss function using targets and predictions.
* # Define the intercept and slope
* intercept =  Variable(10.0, float32)
* slope = Variable(0.5, float32)
* # Define the model
* def linear\_regression(intercept, slope, features):
* # Define the predicted values
* return intercept+features\*slope
* # Define the loss function
* def loss\_function(intercept, slope, targets,features):
* # Define the predicted values
* predictions = linear\_regression(intercept, slope, features)
* # Define the MSE loss
* return keras.losses.mse(targets, predictions)

**Training a linear model in batches**

In this exercise, we will train a linear regression model in batches, starting where we left off in the previous exercise. We will do this by stepping through the dataset in batches and updating the model's variables, intercept and slope, after each step. This approach will allow us to train with datasets that are otherwise too large to hold in memory.

Note that the loss function,loss\_function(intercept, slope, targets, features), has been defined for you. Additionally, keras has been imported for you and numpy is available as np. The trainable variables should be entered into var\_list in the order in which they appear as loss function arguments.

**Instructions**

**100 XP**

* Use the .Adam() optimizer.
* Load in the data from 'kc\_house\_data.csv' in batches with a chunksize of 100.
* Extract the price column from batch, convert it to a numpy array of type 32-bit float, and assign it to price\_batch.
* Complete the loss function, fill in the list of trainable variables, and perform minimization.
* # Initialize Adam optimizer
* opt = keras.optimizers.Adam()
* # Load data in batches
* for batch in pd.read\_csv('kc\_house\_data.csv', chunksize=100):
* size\_batch = np.array(batch['sqft\_lot'], np.float32)
* # Extract the price values for the current batch
* price\_batch = np.array(batch['price'], np.float32)
* # Complete the loss, fill in the variable list, and minimize
* opt.minimize(lambda: loss\_function(intercept, slope, price\_batch, size\_batch), var\_list=[intercept, slope])
* # Print trained parameters
* print(intercept.numpy(), slope.numpy())

**The linear algebra of dense layers**

There are two ways to define a dense layer in tensorflow. The first involves the use of low-level, linear algebraic operations. The second makes use of high-level keras operations. In this exercise, we will use the first method to construct the network shown in the image below.
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The input layer contains 3 features -- education, marital status, and age -- which are available as borrower\_features. The hidden layer contains 2 nodes and the output layer contains a single node.

For each layer, you will take the previous layer as an input, initialize a set of weights, compute the product of the inputs and weights, and then apply an activation function. Note that Variable(), ones(), matmul(), and keras() have been imported from tensorflow.
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* Initialize weights1 as a variable using a 3x2 tensor of ones.
* Compute the product of borrower\_features by weights1 using matrix multiplication.
* Use a sigmoid activation function to transform product1 + bias1.
* # Initialize bias1
* bias1 = Variable(1.0)
* # Initialize weights1 as 3x2 variable of ones
* weights1 = Variable(ones((3, 2)))
* # Perform matrix multiplication of borrower\_features and weights1
* product1 = matmul(borrower\_features,weights1)
* # Apply sigmoid activation function to product1 + bias1
* dense1 = keras.activations.sigmoid(product1 + bias1)
* # Print shape of dense1
* print("\n dense1's output shape: {}".format(dense1.shape))
* Initialize weights2 as a variable using a 2x1 tensor of ones.
* Compute the product of dense1 by weights2 using matrix multiplication.
* Use a sigmoid activation function to transform product2 + bias2.
* # From previous step
* bias1 = Variable(1.0)
* weights1 = Variable(ones((3, 2)))
* product1 = matmul(borrower\_features, weights1)
* dense1 = keras.activations.sigmoid(product1 + bias1)
* # Initialize bias2 and weights2
* bias2 = Variable(1.0)
* weights2 = Variable(ones((2, 1)))
* # Perform matrix multiplication of dense1 and weights2
* product2 = matmul(dense1 , weights2)
* # Apply activation to product2 + bias2 and print the prediction
* prediction = keras.activations.sigmoid(product2 + bias2)
* print('\n prediction: {}'.format(prediction.numpy()[0,0]))
* print('\n actual: 1')

**The low-level approach with multiple examples**

In this exercise, we'll build further intuition for the low-level approach by constructing the first dense hidden layer for the case where we have multiple examples. We'll assume the model is trained and the first layer weights, weights1, and bias, bias1, are available. We'll then perform matrix multiplication of the borrower\_features tensor by the weights1 variable. Recall that the borrower\_features tensor includes education, marital status, and age. Finally, we'll apply the sigmoid function to the elements of products1 + bias1, yielding dense1.

products1=[33232124114911492129][−0.60.60.8−0.3−0.09−0.08]

Note that matmul() and keras() have been imported from tensorflow.

**Instructions**

**100 XP**

* Compute products1 by matrix multiplying the features tensor by the weights.
* Use a sigmoid activation function to transform products1 + bias1.
* Print the shapes of borrower\_features, weights1, bias1, and dense1.
* # Compute the product of borrower\_features and weights1
* products1 = matmul(borrower\_features , weights1)
* # Apply a sigmoid activation function to products1 + bias1
* dense1 = keras.activations.sigmoid(products1 + bias1)
* # Print the shapes of borrower\_features,
* #weights1, bias1, and dense1
* print('\n shape of borrower\_features: ', borrower\_features.shape)
* print('\n shape of weights1: ', weights1.shape)
* print('\n shape of bias1: ', bias1.shape)
* print('\n shape of dense1: ', dense1.shape)

**Using the dense layer operation**

We've now seen how to define dense layers in tensorflow using linear algebra. In this exercise, we'll skip the linear algebra and let keras work out the details. This will allow us to construct the network below, which has 2 hidden layers and 10 features, using less code than we needed for the network with 1 hidden layer and 3 features.
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To construct this network, we'll need to define three dense layers, each of which takes the previous layer as an input, multiplies it by weights, and applies an activation function. Note that input data has been defined and is available as a 100x10 tensor: borrower\_features. Additionally, the keras.layers module is available.

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Set dense1 to be a dense layer with 7 output nodes and a sigmoid activation function.
* Define dense2 to be dense layer with 3 output nodes and a sigmoid activation function.
* Define predictions to be a dense layer with 1 output node and a sigmoid activation function.
* Print the shapes of dense1, dense2, and predictions in that order using the .shape method. Why does each of these tensors have 100 rows?
* # Define the first dense layer
* dense1 = keras.layers.Dense(7, activation='sigmoid')(borrower\_features)
* # Define a dense layer with 3 output nodes
* dense2 = keras.layers.Dense(3, activation='sigmoid')(dense1)
* # Define a dense layer with 1 output node
* predictions = keras.layers.Dense(1, activation='sigmoid')(dense2)
* # Print the shapes of dense1, dense2, and predictions
* print('\n shape of dense1: ', dense1.shape)
* print('\n shape of dense2: ', dense2.shape)
* print('\n shape of predictions: ', predictions.shape)

**Binary classification problems**

In this exercise, you will again make use of credit card data. The target variable, default, indicates whether a credit card holder defaults on his or her payment in the following period. Since there are only two options--default or not--this is a binary classification problem. While the dataset has many features, you will focus on just three: the size of the three latest credit card bills. Finally, you will compute predictions from your untrained network, outputs, and compare those the target variable, default.

The tensor of features has been loaded and is available as bill\_amounts. Additionally, the constant(), float32, and keras.layers.Dense() operations are available.

**Instructions**

**100 XP**

* Define inputs as a 32-bit floating point constant tensor using bill\_amounts.
* Set dense1 to be a dense layer with 3 output nodes and a relu activation function.
* Set dense2 to be a dense layer with 2 output nodes and a relu activation function.
* Set the output layer to be a dense layer with a single output node and a sigmoid activation function.
* # Construct input layer from features
* inputs = constant(bill\_amounts,float32)
* # Define first dense layer
* dense1 = keras.layers.Dense(3, activation='relu')(inputs)
* # Define second dense layer
* dense2 = keras.layers.Dense(2, activation='relu')(dense1)
* # Define output layer
* outputs =  keras.layers.Dense(1, activation='sigmoid')(dense2)
* # Print error for first five examples
* error = default[:5] - outputs.numpy()[:5]
* print(error)

**Multiclass classification problems**

In this exercise, we expand beyond binary classification to cover multiclass problems. A multiclass problem has targets that can take on three or more values. In the credit card dataset, the education variable can take on 6 different values, each corresponding to a different level of education. We will use that as our target in this exercise and will also expand the feature set from 3 to 10 columns.

As in the previous problem, you will define an input layer, dense layers, and an output layer. You will also print the untrained model's predictions, which are probabilities assigned to the classes. The tensor of features has been loaded and is available as borrower\_features. Additionally, the constant(), float32, and keras.layers.Dense() operations are available.

**Instructions**

**100 XP**

* Define the input layer as a 32-bit constant tensor using borrower\_features.
* Set the first dense layer to have 10 output nodes and a sigmoid activation function.
* Set the second dense layer to have 8 output nodes and a rectified linear unit activation function.
* Set the output layer to have 6 output nodes and the appropriate activation function.
* # Construct input layer from borrower features
* inputs = constant(borrower\_features, float32)
* # Define first dense layer
* dense1 = keras.layers.Dense(10, activation='sigmoid')(inputs)
* # Define second dense layer
* dense2 = keras.layers.Dense(8, activation='relu')(dense1)
* # Define output layer
* outputs = keras.layers.Dense(6, activation='softmax')(dense2)
* # Print first five predictions
* print(outputs.numpy()[:5])

**The dangers of local minima**

Consider the plot of the following loss function, loss\_function(), which contains a global minimum, marked by the dot on the right, and several local minima, including the one marked by the dot on the left.
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In this exercise, you will try to find the global minimum of loss\_function() using keras.optimizers.SGD(). You will do this twice, each time with a different initial value of the input to loss\_function(). First, you will use x\_1, which is a variable with an initial value of 6.0. Second, you will use x\_2, which is a variable with an initial value of 0.3. Note that loss\_function() has been defined and is available.
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* Set opt to use the stochastic gradient descent optimizer (SGD) with a learning rate of 0.01.
* Perform minimization using the loss function, loss\_function(), and the variable with an initial value of 6.0, x\_1.
* Perform minimization using the loss function, loss\_function(), and the variable with an initial value of 0.3, x\_2.
* Print x\_1 and x\_2 as numpy arrays and check whether the values differ. These are the minima that the algorithm identified.
* # Initialize x\_1 and x\_2
* x\_1 = Variable(6.0,float32)
* x\_2 = Variable(0.3,float32)
* # Define the optimization operation
* opt = keras.optimizers.SGD(learning\_rate=0.01)
* for j in range(100):
* # Perform minimization using the loss function and x\_1
* opt.minimize(lambda: loss\_function(x\_1), var\_list=[x\_1])
* # Perform minimization using the loss function and x\_2
* opt.minimize(lambda: loss\_function(x\_2), var\_list=[x\_2])
* # Print x\_1 and x\_2 as numpy arrays
* print(x\_1.numpy(), x\_2.numpy())

**Avoiding local minima**

The previous problem showed how easy it is to get stuck in local minima. We had a simple optimization problem in one variable and gradient descent still failed to deliver the global minimum when we had to travel through local minima first. One way to avoid this problem is to use momentum, which allows the optimizer to break through local minima. We will again use the loss function from the previous problem, which has been defined and is available for you as loss\_function().
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Several optimizers in tensorflow have a momentum parameter, including SGD and RMSprop. You will make use of RMSprop in this exercise. Note that x\_1 and x\_2 have been initialized to the same value this time. Furthermore, keras.optimizers.RMSprop() has also been imported for you from tensorflow.

**Instructions**

**100 XP**

* Set the opt\_1 operation to use a learning rate of 0.01 and a momentum of 0.99.
* Set opt\_2 to use the root mean square propagation (RMS) optimizer with a learning rate of 0.01 and a momentum of 0.00.
* Define the minimization operation for opt\_2.
* Print x\_1 and x\_2 as numpy arrays.
* # Initialize x\_1 and x\_2
* x\_1 = Variable(0.05,float32)
* x\_2 = Variable(0.05,float32)
* # Define the optimization operation for opt\_1 and opt\_2
* opt\_1 = keras.optimizers.RMSprop(learning\_rate=0.01, momentum=0.99)
* opt\_2 = keras.optimizers.RMSprop(learning\_rate=0.01, momentum=0.00)
* for j in range(100):
* opt\_1.minimize(lambda: loss\_function(x\_1), var\_list=[x\_1])
* # Define the minimization operation for opt\_2
* opt\_2.minimize(lambda: loss\_function(x\_2), var\_list=[x\_2])
* # Print x\_1 and x\_2 as numpy arrays
* print(x\_1.numpy(), x\_2.numpy())

**Initialization in TensorFlow**

A good initialization can reduce the amount of time needed to find the global minimum. In this exercise, we will initialize weights and biases for a neural network that will be used to predict credit card default decisions. To build intuition, we will use the low-level, linear algebraic approach, rather than making use of convenience functions and high-level keras operations. We will also expand the set of input features from 3 to 23. Several operations have been imported from tensorflow: Variable(), random(), and ones().

**Instructions**

**100 XP**

* Initialize the layer 1 weights, w1, as a Variable() with shape [23, 7], drawn from a normal distribution.
* Initialize the layer 1 bias using ones.
* Use a draw from the normal distribution to initialize w2 as a Variable() with shape [7, 1].
* Define b2 as a Variable() and set its initial value to 0.0.
* # Define the layer 1 weights
* w1 = Variable(random.normal([23, 7]))
* # Initialize the layer 1 bias
* b1 = Variable(ones([7]))
* # Define the layer 2 weights
* w2 = Variable(random.normal([7, 1]))
* # Define the layer 2 bias
* b2 = Variable(0.0)

**Defining the model and loss function**

In this exercise, you will train a neural network to predict whether a credit card holder will default. The features and targets you will use to train your network are available in the Python shell as borrower\_features and default. You defined the weights and biases in the previous exercise.

Note that the predictions layer is defined as σ(layer1∗w2+b2), where σ is the sigmoid activation, layer1 is a tensor of nodes for the first hidden dense layer, w2 is a tensor of weights, and b2 is the bias tensor.

The trainable variables are w1, b1, w2, and b2. Additionally, the following operations have been imported for you: keras.activations.relu() and keras.layers.Dropout().

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Apply a rectified linear unit activation function to the first layer.
* Apply 25% dropout to layer1.
* Pass the target, targets, and the predicted values, predictions, to the cross entropy loss function.
* # Define the model
* def model(w1, b1, w2, b2, features = borrower\_features):
* # Apply relu activation functions to layer 1
* layer1 = keras.activations.relu(matmul(features, w1) + b1)
* # Apply dropout rate of 0.25
* dropout = keras.layers.Dropout(0.25)(layer1)
* return keras.activations.sigmoid(matmul(dropout, w2) + b2)
* # Define the loss function
* def loss\_function(w1, b1, w2, b2, features = borrower\_features, targets = default):
* predictions = model(w1, b1, w2, b2)
* # Pass targets and predictions to the cross entropy loss
* return keras.losses.binary\_crossentropy(targets , predictions)

**Training neural networks with TensorFlow**

In the previous exercise, you defined a model, model(w1, b1, w2, b2, features), and a loss function, loss\_function(w1, b1, w2, b2, features, targets), both of which are available to you in this exercise. You will now train the model and then evaluate its performance by predicting default outcomes in a test set, which consists of test\_features and test\_targets and is available to you. The trainable variables are w1, b1, w2, and b2. Additionally, the following operations have been imported for you: keras.activations.relu() and keras.layers.Dropout().

**Instructions**

**100 XP**

* Set the optimizer to perform minimization.
* Add the four trainable variables to var\_list in the order in which they appear as arguments to loss\_function().
* Use the model and test\_features to predict the values for test\_targets.

# Train the model

for j in range(100):

    # Complete the optimizer

    opt.minimize(lambda: loss\_function(w1, b1, w2, b2),

                 var\_list=[w1, b1, w2, b2])

# Make predictions with model using test features

model\_predictions = model(w1, b1, w2, b2, test\_features)

# Construct the confusion matrix

confusion\_matrix(test\_targets, model\_predictions)
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**The sequential model in Keras**

In chapter 3, we used components of the keras API in tensorflow to define a neural network, but we stopped short of using its full capabilities to streamline model definition and training. In this exercise, you will use the keras sequential model API to define a neural network that can be used to classify images of sign language letters. You will also use the .summary() method to print the model's architecture, including the shape and number of parameters associated with each layer.

Note that the images were reshaped from (28, 28) to (784,), so that they could be used as inputs to a dense layer. Additionally, note that keras has been imported from tensorflow for you.

**Instructions**

**100 XP**

* Define a keras sequential model named model.
* Set the first layer to be Dense() and to have 16 nodes and a relu activation.
* Define the second layer to be Dense() and to have 8 nodes and a relu activation.
* Set the output layer to have 4 nodes and use a softmax activation function.
* # Define a Keras sequential model
* model = keras.Sequential()
* # Define the first dense layer
* model.add(keras.layers.Dense(16, activation='relu', input\_shape=(784,)))
* # Define the second dense layer
* model.add(keras.layers.Dense(8, activation='relu'))
* # Define the output layer
* model.add(keras.layers.Dense(4,activation='softmax'))
* # Print the model architecture
* print(model.summary())

<script.py> output:

Model: "sequential"

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Layer (type) Output Shape Param #

=================================================================

dense (Dense) (None, 16) 12560

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

dense\_1 (Dense) (None, 8) 136

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

dense\_2 (Dense) (None, 4) 36

=================================================================

Total params: 12,732

Trainable params: 12,732

Non-trainable params: 0

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

None

**Compiling a sequential model**

In this exercise, you will work towards classifying letters from the Sign Language MNIST dataset; however, you will adopt a different network architecture than what you used in the previous exercise. There will be fewer layers, but more nodes. You will also apply dropout to prevent overfitting. Finally, you will compile the model to use the adam optimizer and the categorical\_crossentropy loss. You will also use a method in keras to summarize your model's architecture. Note that keras has been imported from tensorflow for you and a sequential keras model has been defined as model.

**Instructions**

**100 XP**

* In the first dense layer, set the number of nodes to 16, the activation to sigmoid, and the input\_shape to (784,).
* Apply dropout at a rate of 25% to the first layer's output.
* Set the output layer to be dense, have 4 nodes, and use a softmax activation function.
* Compile the model using an adam optimizer and categorical\_crossentropy loss function.
* # Define the first dense layer
* model.add(keras.layers.Dense(16, activation='sigmoid', input\_shape=(784,)))
* # Apply dropout to the first layer's output
* model.add(keras.layers.Dropout(0.25))
* # Define the output layer
* model.add(keras.layers.Dense(4,activation='softmax'))
* # Compile the model
* model.compile('adam', loss='categorical\_crossentropy')
* # Print a model summary
* print(model.summary())

**Defining a multiple input model**

In some cases, the sequential API will not be sufficiently flexible to accommodate your desired model architecture and you will need to use the functional API instead. If, for instance, you want to train two models with different architectures jointly, you will need to use the functional API to do this. In this exercise, we will see how to do this. We will also use the .summary() method to examine the joint model's architecture.

Note that keras has been imported from tensorflow for you. Additionally, the input layers of the first and second models have been defined as m1\_inputs and m2\_inputs, respectively. Note that the two models have the same architecture, but one of them uses a sigmoid activation in the first layer and the other uses a relu.

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Pass model 1's input layer to its first layer and model 1's first layer to its second layer.
* Pass model 2's input layer to its first layer and model 2's first layer to its second layer.
* Use the add() operation to combine the second layers of model 1 and model 2.
* Complete the functional model definition.
* # For model 1, pass the input layer to layer 1 and layer 1 to layer 2 (uses sigmoid)
* m1\_layer1 = keras.layers.Dense(12, activation='sigmoid')(m1\_inputs)
* m1\_layer2 = keras.layers.Dense(4, activation='softmax')(m1\_layer1)
* # For model 2, which uses relu,
* pass the input layer to layer 1 and layer 1 to layer 2
* m2\_layer1 = keras.layers.Dense(12, activation='relu')(m2\_inputs)
* m2\_layer2 = keras.layers.Dense(4, activation='softmax')(m2\_layer1)
* # Merge model outputs and define a functional model
* merged = keras.layers.add([m1\_layer2, m2\_layer2])
* model = keras.Model(inputs=[m1\_inputs, m2\_inputs], outputs=merged)
* # Print a model summary
* print(model.summary())

**Training with Keras**

In this exercise, we return to our sign language letter classification problem. We have 2000 images of four letters--A, B, C, and D--and we want to classify them with a high level of accuracy. We will complete all parts of the problem, including the model definition, compilation, and training.

Note that keras has been imported from tensorflow for you. Additionally, the features are available as sign\_language\_features and the targets are available as sign\_language\_labels.

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Define a sequential model named model.
* Set the output layer to be dense, have 4 nodes, and use a softmax activation function.
* Compile the model with the SGD optimizer and categorical\_crossentropy loss.
* Complete the fitting operation and set the number of epochs to 5.
* # Define a sequential model
* model = keras.Sequential()
* # Define a hidden layer
* model.add(keras.layers.Dense(16, activation='relu', input\_shape=(784,)))
* # Define the output layer
* model.add(keras.layers.Dense(4,activation='softmax'))
* # Compile the model
* model.compile('SGD', loss='categorical\_crossentropy')
* # Complete the fitting operation
* model.fit(sign\_language\_features, sign\_language\_labels, epochs=5)

Epoch 1/5

1/32 [..............................] - ETA: 21s - loss: 1.4813

32/32 [==============================] - 1s 2ms/step - loss: 1.3655

Epoch 2/5

1/32 [..............................] - ETA: 0s - loss: 1.9584

26/32 [=======================>......] - ETA: 0s - loss: 1.1709

32/32 [==============================] - 0s 2ms/step - loss: 1.1445

Epoch 3/5

1/32 [..............................] - ETA: 0s - loss: 1.0988

24/32 [=====================>........] - ETA: 0s - loss: 1.0008

32/32 [==============================] - 0s 2ms/step - loss: 0.9762

Epoch 4/5

1/32 [..............................] - ETA: 0s - loss: 1.1345

32/32 [==============================] - 0s 1ms/step - loss: 0.8624

Epoch 5/5

1/32 [..............................] - ETA: 0s - loss: 0.7748

32/32 [==============================] - 0s 2ms/step - loss: 0.7443

<keras.callbacks.History at 0x7f80ae3c0c18>

**Metrics and validation with Keras**

We trained a model to predict sign language letters in the previous exercise, but it is unclear how successful we were in doing so. In this exercise, we will try to improve upon the interpretability of our results. Since we did not use a validation split, we only observed performance improvements within the training set; however, it is unclear how much of that was due to overfitting. Furthermore, since we did not supply a metric, we only saw decreases in the loss function, which do not have any clear interpretation.

Note that keras has been imported for you from tensorflow.

**Instructions**

**100 XP**

* Set the first dense layer to have 32 nodes, use a sigmoid activation function, and have an input shape of (784,).
* Use the root mean square propagation optimizer, a categorical crossentropy loss, and the accuracy metric.
* Set the number of epochs to 10 and use 10% of the dataset for validation.
* # Define sequential model
* model = keras.Sequential()
* # Define the first layer
* model.add(keras.layers.Dense(32, activation='sigmoid', input\_shape=(784,)))
* # Add activation function to classifier
* model.add(keras.layers.Dense(4, activation='softmax'))
* # Set the optimizer, loss function, and metrics
* model.compile(optimizer='RMSprop', loss='categorical\_crossentropy', metrics=['accuracy'])
* # Add the number of epochs and the validation split
* model.fit(sign\_language\_features, sign\_language\_labels, epochs=10, validation\_split=0.10)

**Overfitting detection**

In this exercise, we'll work with a small subset of the examples from the original sign language letters dataset. A small sample, coupled with a heavily-parameterized model, will generally lead to overfitting. This means that your model will simply memorize the class of each example, rather than identifying features that generalize to many examples.

You will detect overfitting by checking whether the validation sample loss is substantially higher than the training sample loss and whether it increases with further training. With a small sample and a high learning rate, the model will struggle to converge on an optimum. You will set a low learning rate for the optimizer, which will make it easier to identify overfitting.

Note that keras has been imported from tensorflow.

**Instructions**

**100 XP**

**Instructions**

**100 XP**

* Define a sequential model in keras named model.
* Add a first dense layer with 1024 nodes, a relu activation, and an input shape of (784,).
* Set the learning rate to 0.001.
* Set the fit() operation to iterate over the full sample 50 times and use 50% of the sample for validation purposes.
* # Define sequential model
* model=keras.Sequential()
* # Define the first layer
* model.add(keras.layers.Dense(1024, activation='relu',input\_shape=(784,)))
* # Add activation function to classifier
* model.add(keras.layers.Dense(4, activation='softmax'))
* # Finish the model compilation
* model.compile(optimizer=keras.optimizers.Adam(lr=0.001),
* loss='categorical\_crossentropy', metrics=['accuracy'])
* # Complete the model fit operation
* model.fit(sign\_language\_features, sign\_language\_labels, epochs=50, validation\_split=0.5)
* <script.py> output:
* Epoch 1/50
* 1/1 [==============================] - ETA: 0s - loss: 1.3461 - accuracy: 0.3077
* 1/1 [==============================] - 1s 1s/step - loss: 1.3461 - accuracy: 0.3077 - val\_loss: 3.0842 - val\_accuracy: 0.3846
* Epoch 2/50
* 1/1 [==============================] - ETA: 0s - loss: 2.4663 - accuracy: 0.2308
* 1/1 [==============================] - 0s 29ms/step - loss: 2.4663 - accuracy: 0.2308 - val\_loss: 4.2784 - val\_accuracy: 0.3846
* Epoch 3/50
* 1/1 [==============================] - ETA: 0s - loss: 2.1878 - accuracy: 0.6154
* 1/1 [==============================] - 0s 20ms/step - loss: 2.1878 - accuracy: 0.6154 - val\_loss: 5.6272 - val\_accuracy: 0.3077
* Epoch 4/50
* 1/1 [==============================] - ETA: 0s - loss: 3.6705 - accuracy: 0.3846
* 1/1 [==============================] - 0s 20ms/step - loss: 3.6705 - accuracy: 0.3846 - val\_loss: 4.5968 - val\_accuracy: 0.3077
* Epoch 5/50
* 1/1 [==============================] - ETA: 0s - loss: 2.5616 - accuracy: 0.6923
* 1/1 [==============================] - 0s 20ms/step - loss: 2.5616 - accuracy: 0.6923 - val\_loss: 4.3052 - val\_accuracy: 0.0769
* Epoch 6/50
* 1/1 [==============================] - ETA: 0s - loss: 2.3775 - accuracy: 0.6154
* 1/1 [==============================] - 0s 21ms/step - loss: 2.3775 - accuracy: 0.6154 - val\_loss: 2.8193 - val\_accuracy: 0.0769
* Epoch 7/50
* 1/1 [==============================] - ETA: 0s - loss: 1.5247 - accuracy: 0.6154
* 1/1 [==============================] - 0s 20ms/step - loss: 1.5247 - accuracy: 0.6154 - val\_loss: 1.0500 - val\_accuracy: 0.5385
* Epoch 8/50
* 1/1 [==============================] - ETA: 0s - loss: 0.6675 - accuracy: 0.7692
* 1/1 [==============================] - 0s 21ms/step - loss: 0.6675 - accuracy: 0.7692 - val\_loss: 0.9406 - val\_accuracy: 0.6154
* Epoch 9/50
* 1/1 [==============================] - ETA: 0s - loss: 1.2254 - accuracy: 0.5385
* 1/1 [==============================] - 0s 20ms/step - loss: 1.2254 - accuracy: 0.5385 - val\_loss: 1.1072 - val\_accuracy: 0.4615
* Epoch 10/50
* 1/1 [==============================] - ETA: 0s - loss: 1.6209 - accuracy: 0.5385
* 1/1 [==============================] - 0s 21ms/step - loss: 1.6209 - accuracy: 0.5385 - val\_loss: 0.9477 - val\_accuracy: 0.6923
* Epoch 11/50
* 1/1 [==============================] - ETA: 0s - loss: 1.3329 - accuracy: 0.5385
* 1/1 [==============================] - 0s 24ms/step - loss: 1.3329 - accuracy: 0.5385 - val\_loss: 0.8459 - val\_accuracy: 0.6923
* Epoch 12/50
* 1/1 [==============================] - ETA: 0s - loss: 0.8220 - accuracy: 0.6154
* 1/1 [==============================] - 0s 22ms/step - loss: 0.8220 - accuracy: 0.6154 - val\_loss: 1.0359 - val\_accuracy: 0.5385
* Epoch 13/50
* 1/1 [==============================] - ETA: 0s - loss: 0.5389 - accuracy: 0.8462
* 1/1 [==============================] - 0s 26ms/step - loss: 0.5389 - accuracy: 0.8462 - val\_loss: 1.5257 - val\_accuracy: 0.3846
* Epoch 14/50
* 1/1 [==============================] - ETA: 0s - loss: 0.6948 - accuracy: 0.6923
* 1/1 [==============================] - 0s 22ms/step - loss: 0.6948 - accuracy: 0.6923 - val\_loss: 2.0301 - val\_accuracy: 0.3846
* Epoch 15/50
* 1/1 [==============================] - ETA: 0s - loss: 0.9550 - accuracy: 0.6923
* 1/1 [==============================] - 0s 22ms/step - loss: 0.9550 - accuracy: 0.6923 - val\_loss: 2.0480 - val\_accuracy: 0.3846
* Epoch 16/50
* 1/1 [==============================] - ETA: 0s - loss: 0.9436 - accuracy: 0.6923
* 1/1 [==============================] - 0s 24ms/step - loss: 0.9436 - accuracy: 0.6923 - val\_loss: 1.6047 - val\_accuracy: 0.3846
* Epoch 17/50
* 1/1 [==============================] - ETA: 0s - loss: 0.6777 - accuracy: 0.6923
* 1/1 [==============================] - 0s 25ms/step - loss: 0.6777 - accuracy: 0.6923 - val\_loss: 1.1002 - val\_accuracy: 0.4615
* Epoch 18/50
* 1/1 [==============================] - ETA: 0s - loss: 0.4211 - accuracy: 0.8462
* 1/1 [==============================] - 0s 24ms/step - loss: 0.4211 - accuracy: 0.8462 - val\_loss: 0.8775 - val\_accuracy: 0.6923
* Epoch 19/50
* 1/1 [==============================] - ETA: 0s - loss: 0.4486 - accuracy: 0.8462
* 1/1 [==============================] - 0s 57ms/step - loss: 0.4486 - accuracy: 0.8462 - val\_loss: 0.8258 - val\_accuracy: 0.6923
* Epoch 20/50
* 1/1 [==============================] - ETA: 0s - loss: 0.6064 - accuracy: 0.6154
* 1/1 [==============================] - 0s 24ms/step - loss: 0.6064 - accuracy: 0.6154 - val\_loss: 0.7554 - val\_accuracy: 0.6923
* Epoch 21/50
* 1/1 [==============================] - ETA: 0s - loss: 0.6040 - accuracy: 0.6154
* 1/1 [==============================] - 0s 24ms/step - loss: 0.6040 - accuracy: 0.6154 - val\_loss: 0.6710 - val\_accuracy: 0.7692
* Epoch 22/50
* 1/1 [==============================] - ETA: 0s - loss: 0.4510 - accuracy: 0.7692
* 1/1 [==============================] - 0s 27ms/step - loss: 0.4510 - accuracy: 0.7692 - val\_loss: 0.7021 - val\_accuracy: 0.7692
* Epoch 23/50
* 1/1 [==============================] - ETA: 0s - loss: 0.3448 - accuracy: 1.0000
* 1/1 [==============================] - 0s 26ms/step - loss: 0.3448 - accuracy: 1.0000 - val\_loss: 0.8841 - val\_accuracy: 0.6154
* Epoch 24/50
* 1/1 [==============================] - ETA: 0s - loss: 0.3646 - accuracy: 1.0000
* 1/1 [==============================] - 0s 21ms/step - loss: 0.3646 - accuracy: 1.0000 - val\_loss: 1.0934 - val\_accuracy: 0.4615
* Epoch 25/50
* 1/1 [==============================] - ETA: 0s - loss: 0.4279 - accuracy: 0.7692
* 1/1 [==============================] - 0s 21ms/step - loss: 0.4279 - accuracy: 0.7692 - val\_loss: 1.1553 - val\_accuracy: 0.4615
* Epoch 26/50
* 1/1 [==============================] - ETA: 0s - loss: 0.4289 - accuracy: 0.6923
* 1/1 [==============================] - 0s 26ms/step - loss: 0.4289 - accuracy: 0.6923 - val\_loss: 1.0227 - val\_accuracy: 0.5385
* Epoch 27/50
* 1/1 [==============================] - ETA: 0s - loss: 0.3458 - accuracy: 0.6923
* 1/1 [==============================] - 0s 24ms/step - loss: 0.3458 - accuracy: 0.6923 - val\_loss: 0.8419 - val\_accuracy: 0.6923
* Epoch 28/50
* 1/1 [==============================] - ETA: 0s - loss: 0.2693 - accuracy: 0.9231
* 1/1 [==============================] - 0s 22ms/step - loss: 0.2693 - accuracy: 0.9231 - val\_loss: 0.7599 - val\_accuracy: 0.6923
* Epoch 29/50
* 1/1 [==============================] - ETA: 0s - loss: 0.2741 - accuracy: 0.9231
* 1/1 [==============================] - 0s 22ms/step - loss: 0.2741 - accuracy: 0.9231 - val\_loss: 0.7528 - val\_accuracy: 0.6923
* Epoch 30/50
* 1/1 [==============================] - ETA: 0s - loss: 0.3189 - accuracy: 0.8462
* 1/1 [==============================] - 0s 27ms/step - loss: 0.3189 - accuracy: 0.8462 - val\_loss: 0.7428 - val\_accuracy: 0.7692
* Epoch 31/50
* 1/1 [==============================] - ETA: 0s - loss: 0.3236 - accuracy: 0.8462
* 1/1 [==============================] - 0s 49ms/step - loss: 0.3236 - accuracy: 0.8462 - val\_loss: 0.7158 - val\_accuracy: 0.6923
* Epoch 32/50
* 1/1 [==============================] - ETA: 0s - loss: 0.2771 - accuracy: 0.9231
* 1/1 [==============================] - 0s 31ms/step - loss: 0.2771 - accuracy: 0.9231 - val\_loss: 0.7075 - val\_accuracy: 0.6923
* Epoch 33/50
* 1/1 [==============================] - ETA: 0s - loss: 0.2321 - accuracy: 1.0000
* 1/1 [==============================] - 0s 53ms/step - loss: 0.2321 - accuracy: 1.0000 - val\_loss: 0.7444 - val\_accuracy: 0.6923
* Epoch 34/50
* 1/1 [==============================] - ETA: 0s - loss: 0.2246 - accuracy: 1.0000
* 1/1 [==============================] - 0s 25ms/step - loss: 0.2246 - accuracy: 1.0000 - val\_loss: 0.8045 - val\_accuracy: 0.6154
* Epoch 35/50
* 1/1 [==============================] - ETA: 0s - loss: 0.2386 - accuracy: 1.0000
* 1/1 [==============================] - 0s 22ms/step - loss: 0.2386 - accuracy: 1.0000 - val\_loss: 0.8353 - val\_accuracy: 0.5385
* Epoch 36/50
* 1/1 [==============================] - ETA: 0s - loss: 0.2408 - accuracy: 1.0000
* 1/1 [==============================] - 0s 21ms/step - loss: 0.2408 - accuracy: 1.0000 - val\_loss: 0.8052 - val\_accuracy: 0.5385
* Epoch 37/50
* 1/1 [==============================] - ETA: 0s - loss: 0.2196 - accuracy: 1.0000
* 1/1 [==============================] - 0s 21ms/step - loss: 0.2196 - accuracy: 1.0000 - val\_loss: 0.7360 - val\_accuracy: 0.6923
* Epoch 38/50
* 1/1 [==============================] - ETA: 0s - loss: 0.1944 - accuracy: 1.0000
* 1/1 [==============================] - 0s 21ms/step - loss: 0.1944 - accuracy: 1.0000 - val\_loss: 0.6752 - val\_accuracy: 0.6923
* Epoch 39/50
* 1/1 [==============================] - ETA: 0s - loss: 0.1877 - accuracy: 1.0000
* 1/1 [==============================] - 0s 21ms/step - loss: 0.1877 - accuracy: 1.0000 - val\_loss: 0.6398 - val\_accuracy: 0.7692
* Epoch 40/50
* 1/1 [==============================] - ETA: 0s - loss: 0.1952 - accuracy: 1.0000
* 1/1 [==============================] - 0s 21ms/step - loss: 0.1952 - accuracy: 1.0000 - val\_loss: 0.6147 - val\_accuracy: 0.7692
* Epoch 41/50
* 1/1 [==============================] - ETA: 0s - loss: 0.1948 - accuracy: 1.0000
* 1/1 [==============================] - 0s 20ms/step - loss: 0.1948 - accuracy: 1.0000 - val\_loss: 0.5950 - val\_accuracy: 0.7692
* Epoch 42/50
* 1/1 [==============================] - ETA: 0s - loss: 0.1787 - accuracy: 1.0000
* 1/1 [==============================] - 0s 20ms/step - loss: 0.1787 - accuracy: 1.0000 - val\_loss: 0.5959 - val\_accuracy: 0.7692
* Epoch 43/50
* 1/1 [==============================] - ETA: 0s - loss: 0.1610 - accuracy: 1.0000
* 1/1 [==============================] - 0s 20ms/step - loss: 0.1610 - accuracy: 1.0000 - val\_loss: 0.6252 - val\_accuracy: 0.7692
* Epoch 44/50
* 1/1 [==============================] - ETA: 0s - loss: 0.1552 - accuracy: 1.0000
* 1/1 [==============================] - 0s 22ms/step - loss: 0.1552 - accuracy: 1.0000 - val\_loss: 0.6674 - val\_accuracy: 0.7692
* Epoch 45/50
* 1/1 [==============================] - ETA: 0s - loss: 0.1578 - accuracy: 1.0000
* 1/1 [==============================] - 0s 27ms/step - loss: 0.1578 - accuracy: 1.0000 - val\_loss: 0.6989 - val\_accuracy: 0.7692
* Epoch 46/50
* 1/1 [==============================] - ETA: 0s - loss: 0.1573 - accuracy: 1.0000
* 1/1 [==============================] - 0s 21ms/step - loss: 0.1573 - accuracy: 1.0000 - val\_loss: 0.7078 - val\_accuracy: 0.6923
* Epoch 47/50
* 1/1 [==============================] - ETA: 0s - loss: 0.1495 - accuracy: 1.0000
* 1/1 [==============================] - 0s 19ms/step - loss: 0.1495 - accuracy: 1.0000 - val\_loss: 0.6976 - val\_accuracy: 0.6923
* Epoch 48/50
* 1/1 [==============================] - ETA: 0s - loss: 0.1394 - accuracy: 1.0000
* 1/1 [==============================] - 0s 18ms/step - loss: 0.1394 - accuracy: 1.0000 - val\_loss: 0.6791 - val\_accuracy: 0.7692
* Epoch 49/50
* 1/1 [==============================] - ETA: 0s - loss: 0.1334 - accuracy: 1.0000
* 1/1 [==============================] - 0s 19ms/step - loss: 0.1334 - accuracy: 1.0000 - val\_loss: 0.6602 - val\_accuracy: 0.6923
* Epoch 50/50
* 1/1 [==============================] - ETA: 0s - loss: 0.1323 - accuracy: 1.0000
* 1/1 [==============================] - 0s 19ms/step - loss: 0.1323 - accuracy: 1.0000 - val\_loss: 0.6412 - val\_accuracy: 0.6923

**Evaluating models**

Two models have been trained and are available: large\_model, which has many parameters; and small\_model, which has fewer parameters. Both models have been trained using train\_features and train\_labels, which are available to you. A separate test set, which consists of test\_features and test\_labels, is also available.

Your goal is to evaluate relative model performance and also determine whether either model exhibits signs of overfitting. You will do this by evaluating large\_model and small\_model on both the train and test sets. For each model, you can do this by applying the .evaluate(x, y) method to compute the loss for features x and labels y. You will then compare the four losses generated.

**Instructions**

**100 XP**

* Evaluate the small model using the train data.
* Evaluate the small model using the test data.
* Evaluate the large model using the train data.
* Evaluate the large model using the test data.
* # Evaluate the small model using the train data
* small\_train = small\_model.evaluate(train\_features, train\_labels)
* # Evaluate the small model using the test data
* small\_test = small\_model.evaluate(test\_features, test\_labels)
* # Evaluate the large model using the train data
* large\_train = large\_model.evaluate(train\_features, train\_labels)
* # Evaluate the large model using the test data
* large\_test = large\_model.evaluate(test\_features, test\_labels)
* # Print losses
* print('\n Small - Train: {}, Test: {}'.format(small\_train, small\_test))
* print('Large - Train: {}, Test: {}'.format(large\_train, large\_test))
* <script.py> output:
* 1/4 [======>.......................] - ETA: 0s - loss: 0.1738
* 4/4 [==============================] - 0s 2ms/step - loss: 0.1698
* 1/4 [======>.......................] - ETA: 0s - loss: 0.3251
* 4/4 [==============================] - 0s 2ms/step - loss: 0.2849
* 1/4 [======>.......................] - ETA: 0s - loss: 0.0425
* 4/4 [==============================] - 0s 2ms/step - loss: 0.0396
* 1/4 [======>.......................] - ETA: 0s - loss: 0.1414
* 4/4 [==============================] - 0s 2ms/step - loss: 0.1454
* Small - Train: 0.16981548070907593,
* Test: 0.28487256169319153
* Large - Train: 0.03957207500934601, Test: 0.14543524384498596

**Preparing to train with Estimators**

For this exercise, we'll return to the King County housing transaction dataset from chapter 2. We will again develop and train a machine learning model to predict house prices; however, this time, we'll do it using the estimator API.

Rather than completing everything in one step, we'll break this procedure down into parts. We'll begin by defining the feature columns and loading the data. In the next exercise, we'll define and train a premade estimator. Note that feature\_column has been imported for you from tensorflow. Additionally, numpy has been imported as np, and the Kings County housing dataset is available as a pandas DataFrame: housing.

**Instructions**

**100 XP**

* Complete the feature column for bedrooms and add another numeric feature column for bathrooms. Use bedrooms and bathrooms as the keys.
* Create a list of the feature columns, feature\_list, in the order in which they were defined.
* Set labels to be equal to the price column in housing.
* Complete the bedrooms entry of the features dictionary and add another entry for bathrooms.
* # Define feature columns for bedrooms and bathrooms
* bedrooms = feature\_column.numeric\_column("bedrooms")
* bathrooms = feature\_column.numeric\_column("bathrooms")
* # Define the list of feature columns
* feature\_list = [bedrooms, bathrooms]
* def input\_fn():
* # Define the labels
* labels = np.array(housing['price'])
* # Define the features
* features = {'bedrooms':np.array(housing['bedrooms']),
* 'bathrooms':np.array(housing['bathrooms'])}
* return features, labels

# Defining Estimators

In the previous exercise, you defined a list of feature columns, feature\_list, and a data input function, input\_fn(). In this exercise, you will build on that work by defining an estimator that makes use of input data.

##### Instructions 1/2

**100 XP**

* [1](javascript:void(0))

Use a deep neural network regressor with 2 nodes in both the first and second hidden layers and 1 training step.

# Define the model and set the number of steps

model = estimator.DNNRegressor(feature\_columns=feature\_list, hidden\_units=[2,2])

model.train(input\_fn, steps=1)

Modify the code to use a LinearRegressor(), remove the hidden\_units, and set the number of steps to 2.

# Define the model and set the number of steps

model = estimator.LinearRegressor(feature\_columns=feature\_list)

model.train(input\_fn, steps=2)